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1
EXECUTING AN INSTRUCTION SET USING
A PREFIX TO INTERPRET AN OPERATOR
FIELD AS EITHER A FIRST OR A SECOND
OPERATOR FIELD

BACKGROUND OF THE INVENTION

This invention relates generally to instruction set comput-
ing. In particular the invention relates to a method of execut-
ing an instruction set, and an execution processor for execut-
ing the instruction set.

Reduced instruction set computing (RISC) processors
typically have a fixed bit-width instruction size. Common
sizes are 16-bits and 32-bits. 32-bits give flexibility in
expressing instructions and operands but at the expense of
typically larger code size than the 16-bit instruction sets.

A problem with the short (16-bit) instruction sets is that
they have a restricted number of bits for expressing operators.
Some processors (for example those operating the reduced
instruction set computer architecture MIPS) make use of
prefixes. A prefix is an instruction which is associated with
another instruction. A prefix contains the same number of bits
as the instruction with which it is associated. For example, the
MIPS architecture uses short instructions each having 16 bits.
Both an MIPS prefix and the MIPS instruction with which it
is associated have 16 bits.

Prefixes have been used to signify that a field in an instruc-
tion is to be interpreted as having the same meaning but in a
different location in the instruction. In a simplified example,
FIG. 1a illustrates an instruction in which field A is in location
1, field B is in location 2, field C is in location 3, and field D
is in location 4 of an instruction. FIG. 15 illustrates a prefix
which precedes the instruction of FIG. 1a and indicates that
the fields in locations 1 and 3 of the instruction are to be
interchanged. FIG. 1c illustrates the interpretation that the
executing processor is left with of the instruction of FIG. 1a as
a result of the prefix of FIG. 156. The operands in locations 1
and 3 have been interchanged. Now field C is in location 1,
field B in location 2, field A in location 3, and field D in
location 4. This example is a simplified illustration. In a real
situation the prefix would be used to carry out other functions
as well as indicating that the operands in locations 1 and 3 of
the instruction are to be interchanged.

The example of FIGS. 14, 16 and 1¢ illustrates a change in
the relative location of operators within the instruction. How-
ever, short 16-bit instructions are limited compared to long
32-bit instructions in that the number of operators available
for use in the short instructions is significantly reduced com-
pared to the number of operators available for use in the long
instructions due to the length of the instructions. The method
illustrated in FIGS. 1a, 15 and 1¢ does not increase the num-
ber of operators available for use in a short instruction.

There is therefore a need for a method of executing a
reduced instruction set which increases the number of opera-
tors available for use in the instruction.

SUMMARY OF THE INVENTION

According to a first aspect, there is provided a method of
executing an instruction set comprising a first instruction and
a second instruction, the method comprising: reading the first
instruction; determining whether the first instruction is inte-
gral with the second instruction; reading the second instruc-
tion; if the first instruction is integral with the second instruc-
tion, interpreting a first operator field of the second
instruction to represent a first operator; and if the first instruc-
tion is not integral with the second instruction, interpreting

20

40

45

55

65

2

the first operator field of the second instruction to represent a
second operator, wherein the first operator is different to the
second operator.

Suitably, the method comprises determining that the first
instruction is integral with the second instruction by identi-
fying an indicator in the first instruction.

Suitably, the indicator in the first instruction is a predeter-
mined sequence of bits.

Optionally, the first operator is an Add/Sub operator, and
the second operator is a Mov/Add operator.

Suitably the method further comprises if the first instruc-
tion is integral with the second instruction, interpreting the
first operator field of the second instruction to require an
additional operand. Suitably, the additional operand is not
specified in the second instruction.

According to a second aspect, there is provided an execu-
tion processor arranged to execute an instruction set compris-
ing a first instruction and a second instruction, the execution
processor comprising: an instruction reader arranged to read
the first instruction and the second instruction; a determina-
tion unit arranged to determine whether the first instruction is
integral with the second instruction; and an interpretation unit
arranged to: if the first instruction is integral with the second
instruction, interpret a first operator field of the second
instruction to represent a first operator; and if the first instruc-
tion is not integral with the second instruction, interpret the
first operator field of the second instruction to represent a
second operator, wherein the first operator is different to the
second operator.

Suitably, the determination unit is arranged to determine
that the first instruction is integral with the second instruction
by identifying an indicator in the first instruction.

Suitably, the indicator in the first instruction is a predeter-
mined sequence of bits.

Optionally, the first operator is an Add/Sub operator, and
the second operator is a Mov/Add operator.

Suitably, the interpretation unit is further arranged to, if the
first instruction is integral with the second instruction, inter-
pret the first operator field of the second instruction to require
an additional operand. Suitably, the additional operand is not
specified in the second instruction.

BRIEF DESCRIPTION OF THE DRAWINGS

The following disclosure will now be described by way of
example with reference to the accompanying drawings. In the
drawings:

FIG. 1a illustrates an instruction;

FIG. 15 illustrates a prefix;

FIG. 1c illustrates the interpretation of the instruction of
FIG. 1a when preceded by the prefix of FIG. 15; and

FIG. 2 is a flow diagram illustrating the method by which a
processor executes an instruction set according to the proto-
col described herein.

DETAILED DESCRIPTION OF THE INVENTION

Known reduced instruction sets use short instructions, gen-
erally having 16 bits. These instructions can be grouped into
three classes:

1) short instructions which are prefixes;

2) short instructions which are not prefixes but which are
associated with one or more short instructions which are
prefixes; and

3) short instructions which are isolated full instructions.
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From hereon instructions which are not prefixes but which
are associated with one or more instructions which are pre-
fixes (group 2 above) will be called main instructions.

Known reduced instruction sets which use prefixes do so to
extend an operand or operator of the main instruction with
which the prefix is associated. The following discussion
describes a reduced instruction set which enables a prefix to
increase the number of operators which can be expressed by
an instruction. By increasing the set of available operators
which can be expressed by an instruction, complex instruc-
tions can be expressed in fewer individual instructions. The
efficiency of the overall instruction set is thereby increased.

Reduced instruction sets typically have 16-bit long instruc-
tions, however it is to be understood that the disclosure
extends to instructions having any number of bits.

The flow diagram of FIG. 2 illustrates a sequence of steps.
It is to be understood that not all the steps in this figure are
necessarily required, and that some of the steps may be per-
formed in a different order to that depicted. For example, the
first instruction may be read by the execution processor prior
to the execution processor reading the second instruction.
Alternatively, the second instruction may be read by the
execution processor prior to the execution processor reading
the first instruction.

FIG. 2 illustrates the method by which a processor executes
some instructions in the instruction set. In this example, the
instruction set comprises a first instruction and a second
instruction. The second instruction is a main instruction. The
first instruction is either (i) a prefix associated with the second
instruction, or (ii) another instruction unrelated to the second
instruction. If the first instruction is a prefix to the second
instruction then the second instruction is interpreted as hav-
ing one meaning. If the first instruction is not a prefix to the
second instruction then the second instruction is interpreted
as having a different meaning. In this latter situation, the first
instruction is unrelated to the second instruction, and is pro-
cessed by the execution processor accordingly.

Referring to FIG. 2, at step 200 the processor reads the first
instruction. At step 202, the processor determines whether the
first instruction is a prefix of a second instruction. If the
answer to this determination is YES, that the first instruction
is a prefix of a second instruction, then the method follows
through to step 204 where the second instruction is read.
Then, at step 206, the processor interprets a first operator field
in the second instruction to represent a first operator. If the
answer to the determination of step 202 is NO, that the first
instruction is not a prefix of a second instruction, then the
method follows through to step 208 where the second instruc-
tion is read. Then, at step 210, the processor interprets the first
operator field of the second instruction to represent a second
operator. The first operator is different to the second operator.
The first instruction is not a prefix of the second instruction.
The first instruction is therefore processed by the execution
processor as usual, i.e. in accordance with known methods.

Suitably, the processor interprets the remainder of the sec-
ond instruction independently of the prefix. In other words,
the processor interprets the remainder of the second instruc-
tion as it would have done had the second instruction not been
accompanied by a prefix.

As discussed above, a prefix is an instruction which is
associated with another instruction. Generally, a prefix is
integral with another instruction. A prefix may be an instruc-
tion which forms a part of another instruction. A prefix may
take one of many forms. For example, a prefix may include
bits which are to be incorporated into the bits of another
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instruction. A prefix may include bits which are interpreted by
an executing processor as altering the meaning of another
instruction.

Suitably, the processor determines if the first instruction is
aprefix of the second instruction by searching for an identifier
in the first instruction. For example, the prefix may include a
sequence of bits which are identifiable by the processor as
indicating that the instruction is a prefix. In an example
instruction set comprising 16-bit long instructions, the iden-
tifier of a prefix constitutes the first 4 bits of the prefix. These
first 4 bits are 1111. In a different example instruction set the
identifier of a prefix could constitute a different number and/
or different location of bits in the prefix.

EXAMPLE

Consider a first operator field comprising a bit or a bit
sequence in an instruction. In isolation the bit or bit sequence
is interpreted by an example execution processor to represent
a “Mov/Add” operator. The “Mov/Add” operator selects
between the two instructions:

Reg(C=Reg4 (equation 1)

RegC=RegC+Regd (equation 2)

Equation 1 is a Mov operation in which the contents of
register A are shifted to register C. Equation 2 is an Add
operation in which the contents of register A are added to
those of register C and the result stored in register C.

The presence of a prefix associated with the instruction
changes the interpretation held by the execution processor of
the first operator field. Instead of interpreting the bit or bit
sequence as a “Mov/Add” operator, the execution processor
interprets the bit or bit sequence as an “Add/Sub” operator.
The “Add/Sub” operator selects between the two instructions:

Reg(C=RegAd+Regh (equation 3)

Reg(C=RegAd-Regh (equation 4)

Equation 3 is an Add operation in which the contents of
register A are added to those of register B and the result stored
in register C. Equation 4 is a Sub operation in which the
contents of register B are subtracted from the contents of
register A and stored in register C.

In terms of the method described with respect to FIG. 2, in
this example a first instruction is read at step 200. If it is
determined at step 202 that this first instruction is not a prefix
of a second instruction, then the second instruction is read at
step 208. The bit or bit sequence of the first operator field of
the second instruction is interpreted by the execution proces-
sor in its isolated form, i.e. as a “Mov/Add” operator. Alter-
natively, if it is determined at step 202 that the first instruction
is a prefix of the second instruction, then when the second
instruction is read, the bit or bit sequence of the first operator
field is interpreted by the execution processor to be an “Add/
Sub” operator.

The presence of the prefix (first instruction) changes the
execution processor’s interpretation of a bit or bit sequence in
the main instruction (second instruction) representing an
operator.

The presence of a prefix associated with a main instruction
may also introduce a further operand into the main instruc-
tion. Alternatively, the presence of the prefix associated with
a main instruction may introduce a plurality of further oper-
ands into the main instruction. For example, in the described
example above the presence of the prefix changes the mean-
ing of an operator field from meaning a “Mov/Add” operator
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to an “Add/Sub” operator. The “Mov/Add” operator requires
two registers: register A and register C. The “Add/Sub” opera-
tor requires three registers: register A, register B, and register
C. The presence of the prefix has therefore introduced a
further operand, the register B, into the main instruction. This
further operand may be specified in the main instruction.
Alternatively, this further operand may not be specified in the
main instruction.

Suitably, the presence of the prefix associated with the
main instruction is interpreted by the execution processor as
indicating that each of a plurality of operator fields in the main
instruction is to be interpreted as representing a different
operator to the operator that that operator field would be
interpreted as representing in isolation. In this case, suitably
the processor interprets the remainder of the main instruction
as it would have done had the main instruction not been
accompanied by a prefix.

Optionally, the method of FIG. 2 may be extended such that
the interpretation of the bits of a first operator field in the
second instruction is dependent not only on whether the first
instruction is a prefix of the second instruction but also on the
specific bit sequence of all or part of the prefix. For example,
a first bit or sequence of bits in the prefix may be interpreted
by the execution processor to mean that the first operator field
represents one operator, whereas a second bit or sequence of
bits in the prefix may be interpreted by the execution proces-
sor to mean that the first operator field represents another
operatotr.

The specific bit sequence of the prefix may be interpreted
by the execution processor as specifying which operator field
of'the second instruction is to be interpreted as representing a
different operator to the operator it represents in isolation. For
example, a first bit sequence of the prefix may be interpreted
as indicating that a first operator field represents operator X
(rather than the operator Y it represents in isolation); and a
second bit sequence of the prefix may be interpreted as indi-
cating that a second operator field represents operator S
(rather than the operator T it represents in isolation). Opera-
tors X and S may be the same. Operators X and S may be
different. Operators Y and T may be the same. Operators Y
and T may be different.

Optionally, the method of FIG. 2 may be extended such that
the location of a specific bit sequence in the prefix is inter-
preted by the execution processor as specifying which opera-
tor field of the second instruction is to be interpreted as
representing a different operator to the operator it represents
in isolation. For example, a specific bit sequence located in
one position in the prefix may be interpreted as indicating that
a first operator field represents operator X (rather than the
operator Y it represents in isolation); and the specific bit
sequence located in a second position in the prefix may be
interpreted as indicating that a second operator field repre-
sents operator S (rather than the operator T it represents in
isolation). Operators X and S may be the same. Operators X
and S may be different. Operators Y and T may be the same.
Operators Y and T may be different.

This disclosure also relates to an execution processor
which is arranged to execute an instruction set which is
formed according to the protocol described herein. The
execution processor is arranged to perform the method of
FIG. 2. The execution processor comprises an instruction
reader arranged to read instructions, a determination unit
arranged to determine whether one instruction is a prefix of a
main instruction, and an interpretation unit arranged to inter-
pret the operator fields of the main instruction according to a
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protocol in which at least one operator field represents a
different operator depending on the presence of an associated
prefix.

Preferably, the execution processor is implemented in
hardware. Optionally, the execution processor is imple-
mented in software.

The methods and apparatus described herein operate
according to a protocol in which the bit or bits of an operator
field of an instruction is/are to be interpreted by the executing
processor as having one significance when that instruction is
not accompanied by a prefix and another significance when
that instruction is accompanied by a prefix. In particular, an
operator field is interpreted as representing one operator
when there is no accompanying prefix, and as representing
another operator when there is a prefix. For a given operator
location in a main instruction, the prefix changes the inter-
pretation of the bits at that location from a first interpretation
(which is the interpretation those bits have in isolation) to a
second interpretation.

These methods and apparatus are more efficient than the
prior art discussed because they increase the number of avail-
able operators for use in each instruction. By increasing the
set of available operators which can be expressed by an
instruction, complex instructions can be expressed in fewer
individual instructions. The efficiency of the overall instruc-
tion set is thereby increased.

The applicant draws attention to the fact that the present
invention may include any feature or combination of features
disclosed herein either implicitly or explicitly or any gener-
alisation thereof, without limitation to the scope of any ofthe
present claims. In view of the foregoing description it will be
evident to a person skilled in the art that various modifications
may be made within the scope of the invention.

The invention claimed is:

1. A method of executing an instruction set comprising a
first instruction and a second instruction, the method com-
prising:

reading the first instruction;

determining whether the first instruction is integral with

the second instruction;

reading the second instruction;

when the first instruction is integral with the second

instruction, interpreting a first operator field of the sec-
ond instruction to represent a first operator, wherein the
first operator is an Add/Sub operator, and interpreting
the first operator field of the second instruction to require
an additional operand; and

when the first instruction is not integral with the second

instruction, interpreting the first operator field of the
second instruction to represent a second operator,
wherein the second operator is a Mov/Add operator.

2. A method as claimed in claim 1, comprising determining
that the first instruction is integral with the second instruction
by identifying an indicator in the first instruction.

3. A method as claimed in claim 2, wherein the indicator in
the first instruction is a predetermined sequence of bits.

4. A method as claimed in claim 1, wherein the additional
operand is not specified in the second instruction.

5. An execution processor arranged to execute an instruc-
tion set comprising a first instruction and a second instruction,
the execution processor comprising:

an instruction reader arranged to read the first instruction

and the second instruction;

a determination unit arranged to determine whether the

first instruction is integral with the second instruction;
and
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an interpretation unit arranged to:

when the first instruction is integral with the second
instruction, interpret a first operator field of the sec-
ond instruction to represent a first operator, wherein
the first operator is an Add/Sub operator, and inter- 5
preting the first operator field of the second instruc-
tion to require an additional operand; and

when the first instruction is not integral with the second
instruction, interpret the first operator field of the
second instruction to represent a second operator, 10
wherein the second operator is a Mov/Add operator.

6. An execution processor as claimed in claim 5, wherein
the determination unit is arranged to determine that the first
instruction is integral with the second instruction by identi-
fying an indicator in the first instruction. 15

7. An execution processor as claimed in claim 6, wherein
the indicator in the first instruction is a predetermined
sequence of bits.

8. An execution processor as claimed in claim 5, wherein
the additional operand is not specified in the second instruc- 20
tion.



